**6.2. Простое наследование**

Итак, для того чтобы показать, что класс В наследует класс A (класс B выведен из класса A), в определении класса B после имени класса ставится двоеточие и затем перечисляются классы, из которых B наследует:

class A

{

public:

A();

~A();

MethodA();

};

class B : public A

{

public:

B();

. . .

};

Термин "наследование" означает, что класс B обладает всеми свойствами класса A, он их унаследовал. У объекта *производного класса* Bесть все атрибуты и методы *базового класса* A. Разумеется, новый класс может добавить собственные атрибуты и методы.

B b;

b.MethodA(); // вызов метода базового класса

Часто выведенный класс называют подклассом, а *базовый класс* – суперклассом. Из одного *базового класса* можно вывести сколько угодно подклассов. В свою очередь, *производный класс* может служить *базовым* для других классов. Изображая отношения *наследования*, их часто рисуют в виде иерархии или дерева:

![Пример иерархии классов.](data:image/png;base64,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)

Иерархия классов может быть сколь угодно глубокой. Если нужно различить, о каком именно классе идет речь, класс C называют непосредственным или *прямым* *базовым классом* класса D, а класс A – косвенным *базовым классом* класса D.

Предположим, что для библиотечной системы необходимо создать классы, описывающие различные книги, журналы и т.п., которые хранятся в библиотеке. Книга, журнал и газета обладают как общими, так и различными свойствами. У книги имеется автор или авторы, название и год издания. У журнала есть название, номер и содержание – список статей. В то же время книги, журналы и т.д. имеют и общие свойства: все это – "единицы хранения" в библиотеке, у них есть инвентарный номер, они могут быть в читальном зале, у читателей или в фонде хранения. Их можно выдать и, соответственно, сдать в библиотеку. Эти общие свойства удобно объединить в одном *базовом классе*. Введем класс Item, который описывает единицу хранения в библиотеке:

class Item

{

long invNumber; // инвентарный номер — целое число

bool taken; // хранит состояние объекта - взят на руки

public:

Item();

~Item();

bool IsTaken(); // истина, если единица хранения на руках

bool IsAvailable(); // истина, если этот предмет имеется в библиотеке

long GetInvNumber(); // возвращает инвентарный номер

void Take(); // операция "взять"

void Return(); // операция "вернуть"

};

Когда мы разрабатываем часть системы, которая имеет дело с процессом выдачи и возврата книг, вполне достаточно того интерфейса, который представляет *базовый класс*. Например:

// выдать на руки

void TakeAnItem(Item i)

{

. . .

if (i.IsAvailable())

i.Take();

}

Конкретные свойства книги будут представлены классом Book.

class Book : public Item

{

String author; // автор

String title; // название

String publisher; // издательство

short year; // год выпуска

public:

String Author();

String Title();

String Publisher();

long YearOfPublishing();

String Reference(); // полная ссылка на книгу

};

Для журнала класс Magazine предоставляет другие сведения:

class Magazine : public Item

{

String volume;

short number;

String title;

Date date;

public:

String Volume(); // том

short Number(); // номер

String Title(); // название

Date DateOfIssue();// дата выпуска

};

У объекта класса Book имеются методы, непосредственно определенные в классе Book, и методы, определенные в классе Item.

Book b;

long in = b.GetInvNumber();

String t = b.Reference();

*Производный класс* имеет доступ к методам и атрибутам *базового класса*, объявленным во внешней и защищенной части *базового класса*, однако доступ к внутренней части *базового класса* не разрешен. Предположим, в качестве части полной ссылки на книгу решено использовать инвентарный номер. Метод Reference класса Book будет выглядеть следующим образом:

String

Book::Reference(void) const

{

String result = author + "\n"

+ title + "\n"

+ String(GetInvNumber());

return result;

}

Запись:

String result = author + "\n"

+ title + "\n"

+ String(invNumber);

не разрешена, поскольку invNumber – внутренний атрибут класса Item. Однако если бы мы поместили invNumber в защищенную часть класса:

class Item

{

. . .

protected:

long invNumber;

};

то методы классов Book и Magazine могли бы непосредственно использовать этот атрибут.

Назначение защищенной (***protected***) части класса в том и состоит, чтобы, закрыв доступ "извне" к определенным атрибутам и методам, разрешить пользоваться ими *производным классам*.

Если одно и то же имя атрибута или метода встречается как в *базовом классе*, так и в *производном*, то *производный класс* перекрывает *базовый*.